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In today’s world there is large amount use of computer especially for web application. Most of 

the people do their transaction through web application.  So there are chances of personal data 

gets hacked then need to be provide more security for both web server and database server. For 

that double guard system is used. The double guard system  is used to detect  & prevent attacks 

using Intrusion detection system. 

This system prevents attacks and prevents user account from intruder from hacking his/her 

account. By using IDS, system can provide security for both web server and database server 

using mapping of request and query. An IDS system that models the network behavior of user 

sessions across both the front-end web server and the back-  end database. This system able to 

search for in a place (container) attacks that previous DoubleGuard would not be able to 

identify. System will try this by isolating the flow of information from each web server session. It  

quantify the detection accuracy  when system attempt to model static and dynamic web requests 

with the back-end file system and database queries. For static websites, system built a well-

correlated model, for effectively detecting different types of attacks. Moreover, system showed 

that this held true for dynamic requests where both retrieval of information and updates to the 

back-end database occur using the web-server front end.  

Keywords – Session, Session Id, Query String, Ids 

INTRODUCTION 

Internet services and applications have become an inextricable part of daily life, enabling 

communication and the management of personal information from anywhere. To accommodate 

this increase in application and data complexity, web services have moved to a multi-tiered 
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design wherein the web server runs the application front-end logic and data is outsourced to a 

database or file server. 

In this paper presents DoubleGuard, an IDS system that models the network behavior of 

user sessions across both the front-end web server and the back-end database. By monitoring 

both web and subsequent database requests, we are able to ferret out attacks that an  independent  

IDS would not be able to identify. Furthermore, we quantify the limitations of any multi-tier IDS 

in terms of training sessions and functionality coverage. 

In this paper presents DoubleGuard, a system used to detect attacks in multi-tiered web 

services. Our approach can create normality models of isolated user sessions that include both 

the web front-end (HTTP) and back-end (File or SQL) network transactions. To achieve this, we 

employ a lightweight virtualization technique to assign each user’s web session to a dedicated 

container, an isolated virtual computing environment. We use the container ID to accurately 

associate the web request with the subsequent DB queries. Thus, DoubleGuard can build a causal 

mapping profile by taking both the web server and DB traffic into account. 

The container-based web architecture not only fosters the profiling of causal mapping, 

but it also provides an isolation that prevents future session-hijacking attacks. to the 

compromised session; other user sessions remain unaffected by it. 

Using our prototype, we show that, for websites that do not permit content modification 

from users, there is a direct causal relationship between the requests received by the front-end 

web server and those generated for the database back-end.  

In addition to this static website case, there are web services that permit persistent back-

end data modifications. These services, which call dynamic, allow HTTP requests to include 

parameters that are variable and depend on user input. Therefore, our ability to model the causal 

relationship between the front-end and back-end is not always deterministic and depends 

primarily upon the application logic. 

I. BRIEF REVIEW OF PAPER 

Before double guard was developed the system which is present prevents web server and 

database from Linearization attack only. Before doubleguard not much security provided to the 

web server and database. This system can not handle all attack. we need to use 2 different 

technology, one for web server and another for database to prevent from attacks.  

 Following types of attacks on Web server and database can handled in existing system. 

 Hijack Future Session Attack:  

  This class of attacks is mainly aimed at the web server side. An attacker usually 

takes over the web server and therefore hijacks all subsequent legitimate user sessions to 

launch attacks. For instance, by hijacking other user sessions, the attacker can eavesdrop, 

send spoofed replies, and/or drop user requests. A session hijacking attack can be further 

categorized as a Spoofing/Man-in-the-Middle attack, an Exfiltration Attack, a Denial-of-

Service/Packet Drop attack, or a Replay attack. 

As each user’s web requests are isolated into a separate container, an attacker can never 

break into other users’ sessions. 
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Figure 1.1 Hijack Future Session Attack 

 Injection Attack:  

  Attacks such as SQL injection do not require compromising the web server. 

Attackers can use existing vulnerabilities in the web server logic to inject the data or string 

content that contains the exploits and then use the web server to relay these exploits to attack 

the back-end database. 

Since our approach provides a two-tier detection, even if the exploits are accepted by the 

web server, the relayed contents to the DB server would not be able to take on the expected 

structure for the given web server request. For instance, since the SQL injection attack 

changes the structure of the SQL queries, even if the injected data were to go through the 

web server side, it would generate SQL queries in a different structure that could be detected 

as a deviation from the SQL query structure that would normally follow such a web request. 

 

 
Figure 1.2 Injection Attack 

Direct DB attack: 

 

  It is possible for an attacker to bypass the web server or firewalls and connect 

directly to the database. An attacker could also have already taken over the web server and be 

submitting such queries from the web server without sending web requests. Without matched 

web requests for such queries, a web server IDS could detect neither. Furthermore, if these 

DB queries were within the set of allowed queries, then the database IDS itself would not 

detect it either. 

However, this type of attack can be caught with our approach since we cannot match any 

web requests with these queries. 

 

 
Figure 1.3 Direct DB attack 
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Following types of attacks on Web server and database can not be handled in existing 

system. 

 

 

 

Input Validation Attack: 

 

If hackers has disabled javascript validation then we can add more security by providing 

server side validation. 

 

 
 

Figure 1.4 Input Validation Attack 

 

Directory Browsing Attack: 

Hackers can not directly get list of files on web servers. Directories on the web server or 

applications are typically locked down to prevent remote browsing when the directory contains 

executables, text files, documentation, or application-related install or configuration materials. In 

such cases either the entire directory is configured to block access, or access is granted on a per 

file basis, requiring a precise request to access objects in the directory. Directory listing can be 

prevented in server configuration files, but may also arise from vulnerability in a particular 

application.  

Obtaining directory lists allows an attacker to map out the server's directory structure and 

identify potentially vulnerable files and sample applications. Often, an attacker will use the 

information gained from directory listings to plan additional attacks against the server. Obtaining 

directory lists is also useful because it provides a means for determining if other vulnerabilities 

are present or whether particular application attacks are successful (i.e., by testing whether or not 

it is possible to create files on the server via a security vulnerability in a particular script or 

service). 

 
 

Figure 1.5 Directory Browsing Attack 

Brute force attack 

A password attack that does not attempt to decrypt any information, but continue to try 

different passwords. For example, a brute-force attack may have a dictionary of all words or a 

listing of commonly used passwords. To gain access to an account using a brute-force attack, a 

program tries all available words it has to gain access to the account. Another type of brute-force 

attack is a program that runs through all letters or letters and numbers until it gets a match. 
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Although a brute-force attack may be able to gain access to an account eventually, these attacks 

can take several hours, days, months, and even years to run. The amount of time it takes to 

complete these attacks is dependent on how complicated the password is and how well the 

attacker knows the target. 

To help prevent brute-force attacks many systems will only allow a user to make a mistake in 

entering their username or password three or four times. If the user exceeds these attempts, the 

system will either lock them out of the system or prevent any future attempts for a set amount of 

time. 

 
 

Figure 1.6: Brute force attack 

 

Session replay 

Session replay is a scheme an intruder uses to masquerade as an authorized user on an 

interactive Web site. By stealing the user's session ID, the intruder gains access and the ability to 

do anything the authorized user can do on the Web site. 

Session IDs facilitate user tracking for a Web site and can provide automatic 

authentication for future visits to that site or associated sites. The session ID can be stored as a 

cookie, form field or URL. Once the intruder obtains session ID data (see session prediction), he 

can conduct either a session replay or session hijacking attack.  

 
Figure 1.7: Session replay 

II .  problem definition and scope 

 This paper consist of intrusion detection system to prevent web application from 

intruders. Paper  developed IDS for prevents both website static and dynamic from intruder. The 

attack which cannot be prevented by IDS that attacks also prevented by  double guard. This 

paper find intruder by using container id that contain session id and IP address of that user.IDS 

do the mapping of request and query and by mapping it identify user is authorize user or intruder. 
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